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Method Overriding in Java is when a subclass provides a specific 

implementation of a method that is already defined in its superclass. The 

overridden method in the subclass must have the same name, return type, and 

parameters as the method in the parent class.

Supports Code Reusability

•You reuse the superclass method but modify it for specific needs.
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class Vehicle {

void speed() {

System.out.println("Vehicle is moving");

}

}

class Car extends Vehicle {

// New method specific to Car

void speedCar() {

System.out.println("Car is moving at 60 mph");

}

}

public class Main {

public static void main(String[] args) {

Car myCar = new Car();

myCar.speed();    // Calls speed() from Vehicle

myCar.speedCar(); // Calls speedCar() from Car

}

}
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• A Car has a more specific behavior compared to a general Vehicle

• Overriding is better if speed() represents the same concept across different 

vehicle types.

• Using a separate method (speedCar()) is okay if it has a different purpose 

from speed().



UNIT II/ OOPS  /KANCHANA MOORTHY/AP/CSE/SNSCE

METHOD OVERRIDING 

* 5/133/25/2025 5/13

class Vehicle {

void speed() {

System.out.println("Vehicle is moving");

}

}

class Car extends Vehicle {

@Override

void speed() {

System.out.println("Car is moving at 60 mph");

}

}

public class Main {

public static void main(String[] args) {

Vehicle myCar = new Car(); 

myCar.speed(); // Calls Car's speed() method

}

}
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class Bank

{

int getRateOfInterest (){

return 0;

}}

class Axis extends Bank {

int getRateOfInterest()

{

return 6;

}}
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class ICICI extends Bank {

int getRateOfInterest

return 15;

}

}

class BankTest

{

public static void main(String[] a)

{

Axis a=new Axis();

ICICI i=new ICICI();

System.out.println(“AXIS: Rate of Interest = “+a.getRateOfInterest());

System.out.println(“ICICI: Rate of Interest = “+i.getRateOfInterest());

}
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RULES FOR METHOD OVERRIDING:

• The method signature must be same for all overridden methods.

• Instance methods can be overridden only if they are inherited by the subclass.

• A method declared final cannot be overridden.

• A method declared static cannot be overridden but can be re-declared.

• If a method cannot be inherited, then it cannot be overridden.

• Constructors cannot be overridden.

In Java, static methods belong to the class rather than an instance of the class. 

This means they do not participate in runtime polymorphism (method 

overriding). However, they can be re-declared in a subclass, which is called 

method hiding.
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THANK YOU

3/25/2025 9/13


